
PROPOSAL:  Clarify LRM description of streaming operators

Relates to: svdb-1707
Applies to: IEEE P1800/D3a, 2007

DELETE the last two sentences of the first paragraph of 11.4.15:

If the data being packed contains any 4-state types, the result of a pack operation is a 4-state stream; otherwise,
the result of a pack is a 2-state stream.  Unpacking a 4-state stream into a 2-state type is done by casting to a 2-
state variable, and vice versa.

ADD the following new paragraph immediately after the first paragraph of 11.4.15:

If the data being packed contains any 4-state types, the result of a pack operation is a 4-state stream; otherwise,
the result of a pack is a 2-state stream.  In the remainder of this clause (11.4.15) the word bit, without other
qualification, denotes either a 2-state or a 4-state bit as required by this paragraph.

REPLACE the paragraph immediately after Syntax 11-10 in clause 11.4.15:

The stream operator determines the order in which data are streamed: >> causes data to be streamed in left-to-
right order, while << causes data to be streamed in right-to-left order. If a slice size is specified, then the data to
be streamed are first broken up into slices with the specified number of bits, and then the slices are streamed in
the specified order. If a slice size is not specified, the default is 1 (or bit). If, as a result of slicing, the last slice is
less than the slice width, then no padding is added.

A streaming_concatenation (as specified in the syntax above) shall be used either as the target of an assignment,
or as the source of an assignment, or as the operand of a bit-stream cast.  Use of streaming_concatenation as the
target of an assignment, and the associated unpack operation, is described in sub-clause 11.4.15.3 below.

It shall be an error to use a streaming_concatenation as an operand in an expression without first casting it to a
bit-stream type.  When a streaming_concatenation is used as the source of an assignment, the target of that
assignment shall be either a data object of bit-stream type or a streaming_concatenation.

If the target is a data object of bit-stream type, the stream created by the source streaming_concatenation shall be
implicitly cast to the type of the target.  If this target represents a fixed-size variable and the stream is larger than
the variable, an error will be generated.  If the target variable is larger than the stream, the stream is left-aligned
and zero-filled on the right.  If the target represents a dynamically sized variable, such as a queue or dynamic
array, the variable is resized to accommodate the entire stream.  If, after resizing, the variable is larger than the
stream, the stream is left-aligned and zero-filled on the right.

The pack operation performed by a streaming_concatenation proceeds in two steps.  First, all integral data in the
stream_expressions are concatenated into a single stream of bits, similarly to bit-stream casting (as described in
clause 6.24.3) but with fewer restrictions.  Second, the resulting stream may be re-ordered in a manner specified
by the stream_operator and slice_size.  These two steps are described in more detail in sub-clauses 11.4.15.1 and
11.4.15.2 below.

11.4.15.1  Concatenation of stream_expressions

Each stream_expression within the stream_concatenation, starting with the leftmost and proceeding from left to
right through the comma-separated list of stream_expressions, is converted to a bit-stream and appended to a
packed array (stream) of bits, the generic stream, by recursively applying the following procedure:



if the expression is of any bit-stream type

it shall be cast to a packed array of bit using a bit-stream cast, including casting 2-state to 4-state if
necessary, and that packed array shall then be appended to the right-hand end of the generic stream;

else if the expression is an unpacked array, queue, dynamic array or associative array

this procedure shall be applied in turn to each element of the array, in left-to-right order;

else if the expression is of a struct type

this procedure shall be applied in turn to each element of the struct, in declaration order;

else if the expression is of an untagged union type

this procedure shall be applied to the first-declared member of the union;

else if the expression is a null class handle

the expression shall be skipped (not streamed), and a warning may be issued;

else if the expression is a non-null class handle

this procedure shall be applied in turn to each data member of the referenced object, and not the handle
itself.  Class members shall be streamed in declaration order.  Extended class members shall be streamed
after the members of their superclass.  The result of streaming an object hierarchy that contains cycles
shall be undefined, and an error may be issued;

else

the expression shall be skipped (not streamed), and an error shall be issued.

11.4.15.2  Re-ordering of the generic stream

The stream resulting from the operation described in sub-clause 11.4.15.1 is then re-ordered by slicing it into
blocks and then re-ordering those blocks.

The slice_size determines the size of each block, measured in bits.  If a slice_size is not specified, the default is 1.
If specified, it may be a constant integral expression, or a simple type.  If a type is used, the block size shall be the
number of bits in that type.  If a constant integral expression is used, it shall be an error for the value of the
expression to be zero or negative.

The stream_operator << or >> determines the order in which blocks of data are streamed: >> causes blocks of
data to be streamed in left-to-right order, while << causes blocks of data to be streamed in right-to-left order.
Left-to-right streaming using >> shall cause the slice_size to be ignored, and no re-ordering performed.  Right-to-
left streaming using << shall reverse the order of blocks in the stream, preserving the order of bits within each
block.  For right-to-left streaming using <<, the stream is sliced into blocks with the specified number of bits,
starting with the right-most bit.  If as a result of slicing the last (left-most) block has fewer bits than the block
size, the last block has the size of the remaining bits; there is no padding or truncation.

REPLACE the three paragraphs immediately after the first group of examples:

The streaming operators operate directly on integral types and streams. When applied to unpacked aggregate
types, such as unpacked arrays, unpacked structures, or classes, they recursively traverse the data in depth-first
order until reaching an integral type. A multidimensional packed array is thus treated as a single integral type,
whereas an unpacked array of packed items causes each packed item to be streamed individually. The streaming
operators can only process bit-stream types; any other types shall generate an error.

The result of the pack operation can be assigned directly to any bit-stream type variable. If the left-hand side
represents a fixed-size variable and the stream is larger than the variable, an error will be generated. If the



variable is larger than the stream, the stream is left-justified and zero-filled on the right. If the left-hand side
represents a dynamically sized variable, such as a queue or dynamic array, the variable is resized to accommodate
the entire stream. If after resizing, the variable is larger than the stream, the stream is left-justified and zero-filled
on the right. The stream is not an integral value; to participate in an expression, a cast is required.

The unpack operation accepts any bit-stream type on the right-hand side, including a stream. The right-hand data
being unpacked are allowed to have more bits than are consumed by the unpack operation. However, if more bits
are needed than are provided by the right-hand expression, an error is generated.

11.4.15.3  Streaming concatenation as an assignment target (unpack)

When a streaming_concatenation appears as the target of an assignment, the streaming operators perform the
reverse operation; i.e. to unpack a stream of bits into one or more variables.  The source expression shall be of
bit-stream type, or the result of another streaming_concatenation.  The source data being unpacked may have
more bits than are consumed by the unpack operation.  However, if more bits are needed than are provided by the
source expression, an error shall be generated.

Unpacking a 4-state stream into a 2-state target is done by casting to a 2-state type, and vice versa.  Null handles
are skipped by both the pack and unpack operations; therefore, the unpack operation shall not create class objects.
If a particular object hierarchy is to be reconstructed from a stream, the object hierarchy into which the stream is
to be unpacked must be created before the streaming operator is applied.

DELETE the paragraph immediately before existing sub-clause 11.4.15.1:

When applied to a class handle (i.e., an object), the streaming operator shall stream the contents of the object, and
not the handle itself. Class items are streamed in declaration order; extended class items shall follow the items of
their superclass. Embedded class handles are streamed as other aggregate types: they are recursively traversed in
depth-first order until reaching integral types. A null class handle shall be ignored (not streamed), and a warning
may be issued. Null handles are skipped by both the pack and unpack operators; therefore, the unpack operation
shall not create class objects. If a particular object hierarchy is to be reconstructed from a stream, the object
hierarchy into which the stream is unpacked must be created before the streaming operator is applied. The result
of streaming an object hierarchy that contains cycles shall be undefined, and an error may be issued.

RE-NUMBER existing sub-clause 11.4.15.1 to be 11.4.15.4

Jonathan Bromley, 5 July 2007


